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# Data Import & Cleaning

## Import data

raw\_psych\_hum\_subj <- import("data/raw/raw\_psych\_hum\_subj.csv")  
raw\_mktg\_hum\_subj <- import("data/raw/raw\_mktg\_hum\_subj.csv")  
raw\_gen\_uo\_pop <- import("data/raw/raw\_gen\_uo\_pop.csv")  
pre\_fall22 <- import("data/prescreen/dittersdorf\_matches\_f22.csv")  
pre\_winter23 <- import("data/prescreen/dittersdorf\_matches\_w23.csv")  
pre\_spring23 <- import("data/prescreen/dittersdorf\_matches\_s23.csv")  
participant\_list <- import("data/prescreen/dittersdorf\_participants.csv")

Fix age before converting variable types

table(raw\_psych\_hum\_subj$Age) # 18 years old = 18

##   
## 18 18 years old 19 20 21   
## 117 220 1 297 120 76   
## 22 23 24 25 27 28   
## 41 4 3 2 1 1   
## 29 30 31 32 33 50   
## 1 1 1 1 1 1

table(raw\_mktg\_hum\_subj$Age) # 1999 = 24

##   
## 18 19 1999 20 21 22 23 24 25 28 test   
## 11 4 13 1 50 119 66 7 9 3 1 3

table(raw\_gen\_uo\_pop$Age)

##   
## 18 20 21 22 28   
## 2 1 2 1 1

raw\_psych\_hum\_subj$Age[raw\_psych\_hum\_subj$Age == "18 years old"] <- 18  
raw\_mktg\_hum\_subj$Age[raw\_mktg\_hum\_subj$Age == 1999] <- 24  
  
table(raw\_psych\_hum\_subj$Age) # 18 years old = 18

##   
## 18 19 20 21 22 23 24 25 27 28 29 30 31 32 33 50   
## 117 221 297 120 76 41 4 3 2 1 1 1 1 1 1 1 1

table(raw\_mktg\_hum\_subj$Age) # 1999 = 24

##   
## 18 19 20 21 22 23 24 25 28 test   
## 11 4 13 50 119 66 7 10 3 1 3

## Combine dataframes

raw\_psych\_hum\_subj <- raw\_psych\_hum\_subj %>%  
 mutate(Age = as.integer(Age),  
 Gender = as.factor(Gender),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 source = strrep("psych\_hsp", times = 1))  
  
levels(raw\_psych\_hum\_subj$framing\_condition\_DO)

## [1] "" "control\_framing" "pro\_env\_framing" "self\_enh\_framing"

raw\_mktg\_hum\_subj <- raw\_mktg\_hum\_subj %>%  
 mutate(Age = as.integer(Age),  
 Gender = as.factor(Gender),  
 Gender\_5\_TEXT = as.character(Gender\_5\_TEXT),  
 Class\_Lvl\_7\_TEXT = as.character(Class\_Lvl\_7\_TEXT),  
 Pol\_Ornt\_8\_TEXT = as.character(Pol\_Ornt\_8\_TEXT),  
 Ethnicity\_8\_TEXT = as.character(Ethnicity\_8\_TEXT),  
 skept\_open = as.character(skept\_open),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 source = strrep("mktg\_hsp", times = 1))  
  
raw\_gen\_uo\_pop <- raw\_gen\_uo\_pop %>%  
 mutate(Gender = as.factor(Gender),  
 Gender\_5\_TEXT = as.character(Gender\_5\_TEXT),  
 Class\_Lvl\_7\_TEXT = as.character(Class\_Lvl\_7\_TEXT),  
 Pol\_Ornt\_8\_TEXT = as.character(Pol\_Ornt\_8\_TEXT),  
 skept\_open = as.character(skept\_open),  
 skepticism = as.factor(skepticism),  
 id = as.factor(id),  
 framing\_condition\_DO = as.factor(framing\_condition\_DO),  
 norm\_condition\_DO = as.factor(norm\_condition\_DO),  
 consumer\_behaviors = as.factor(consumer\_behaviors),  
 source = strrep("gen\_UO", times = 1))

Specify unique variables to combine prescreen data sets

# Create unique full\_name variable  
pre\_fall22$full\_name <- paste(pre\_fall22$first\_name, pre\_fall22$last\_name, sep="\_")  
  
pre\_winter23$full\_name <- paste(pre\_winter23$first\_name, pre\_winter23$last\_name, sep="\_")  
  
pre\_spring23$full\_name <- paste(pre\_spring23$first\_name, pre\_spring23$last\_name, sep="\_")  
  
participant\_list$full\_name <- paste(participant\_list$first\_name, participant\_list$last\_name, sep="\_")  
  
# Create column indicating which data set rows came from  
  
pre\_fall22 <- pre\_fall22 %>%  
 mutate(term = "fall22")  
  
pre\_winter23 <- pre\_winter23 %>%  
 mutate(term = "winter23")  
  
pre\_spring23 <- pre\_spring23 %>%  
 mutate(term = "spring23")

Combine prescreen data

combine1 <- smartbind(pre\_fall22, pre\_winter23)  
combined\_prescreen <- smartbind(combine1, pre\_spring23)  
  
# nrow(pre\_fall22) + nrow(pre\_winter23) + nrow(pre\_spring23) # n = 1167  
  
combined\_prescreen\_unique <- combined\_prescreen[!duplicated(combined\_prescreen$full\_name), ] # keeps first row (fall22)

Subset key variables

combined\_prescreen\_key <- combined\_prescreen\_unique %>%  
 dplyr::select(full\_name, term, respecting:gratification, honest:gossip)  
  
participant\_list\_key <- participant\_list %>%  
 dplyr::select(full\_name, survey\_id)

Merge with participant list

merged\_prescreen <- merge(combined\_prescreen\_key, participant\_list\_key, by = "full\_name")

Rename SDR items to match

Convert variable types

merged\_prescreen <- merged\_prescreen %>%  
 mutate(respecting = as.integer(respecting),  
 unity = as.integer(unity),  
 protecting = as.integer(protecting),  
 preventing = as.integer(preventing),  
 equality = as.integer(equality),  
 peace = as.integer(peace),  
 justice = as.integer(justice),  
 helpful = as.integer(helpful),  
 power = as.integer(power),  
 wealth = as.integer(wealth),  
 authority = as.integer(authority),  
 influential = as.integer(influential),  
 ambition = as.integer(ambition),  
 pleasures = as.integer(pleasures),  
 enjoying = as.integer(enjoying),  
 gratification = as.integer(gratification),  
 honest = as.integer(honest),  
 like = as.integer(like),  
 disturbing = as.integer(disturbing),  
 regret = as.integer(regret),  
 lose\_out = as.integer(lose\_out),  
 rational = as.integer(rational),  
 confident = as.integer(confident),  
 lover = as.integer(lover),  
 lies = as.integer(lies),  
 cover\_up = as.integer(cover\_up),  
 advantage = as.integer(advantage),  
 get\_even = as.integer(get\_even),  
 behind\_back = as.integer(behind\_back),  
 private\_talk = as.integer(private\_talk),  
 take\_things = as.integer(take\_things),  
 gossip = as.integer(gossip),  
 id = as.factor(id))

Rename values & socially desirable items in prescreen data to match names in main data:

Combine all data

* First, combine Psych Hum Subj data with Prescreen data based on id
* Second, add Mktg Hum Subj data
* Third, add gen UO Pop data

combine1 <- merge(raw\_psych\_hum\_subj, merged\_prescreen, by = "id")  
combine2 <- smartbind(combine1, raw\_mktg\_hum\_subj)  
combine3 <- smartbind(combine2, raw\_gen\_uo\_pop)

## Remove duplicate cases

Identify duplicate cases

# first, add unique row #s  
combine3 <- combine3 %>%  
 mutate(row = 1:nrow(combine3))  
  
combine3[duplicated(combine3$id),] # Only rows 1 through 858 have unique id #s  
  
# write.csv(combine3, "combined\_data.csv")

Row IDs to remove:

* 13 (participant’s second time completing study)
* 134 (participant didn’t complete study first time)
* 145 (participant didn’t complete study first time)
* 308 (participant’s second time completing study)
* 672 (participant’s second time completing study)
* 743 (participant didn’t complete study first time)
* 790 (participant didn’t complete study first time)
* 800 (participant didn’t complete study first time)

Remove duplicate rows after resolving:

combine3 <- combine3 %>%  
 filter(!row %in% c(13, 134, 145, 308, 672, 743, 790, 800))

## Remove rows of all NAs

Identify completely missing rows:

key\_vars <- combine3 %>%  
 dplyr::select(row, big\_2\_1:big\_2\_65, consumer\_intentions\_1:consumer\_intentions\_9, consumer\_behaviors, clothing\_interest\_1:clothing\_interest\_20, ingroup\_ident\_1:ingroup\_ident\_14, values\_1:values\_16, socially\_desirable\_1:socially\_desirable\_16, source)  
  
ncol(key\_vars) # number of columns - the row # & source column = 141  
  
all\_NA\_rows <- key\_vars[rowSums(is.na(key\_vars)) == 141,] # identify rows with 141 NAs (all missing values), row numbers are preserved  
  
all\_NA\_rows

Removing rows of fully missing data

data <- combine3 %>%  
 dplyr::filter(!row %in% c(859, 860, 900, 926, 927, 941, 1139, 1141, 1142, 1143, 1144, 1146, 1149, 1150, 1152)) %>% # remove rows containing all NAs  
 dplyr::select(-StartDate, -EndDate, -Status, -Progress, -"Duration (in seconds)", -Finished, -RecordedDate, -ResponseId, -DistributionChannel, -UserLanguage, -big\_2\_DO, -consumer\_intentions\_DO, -consumer\_behaviors\_DO, -clothing\_interest\_DO, -ingroup\_ident\_DO, -full\_name, -code, -socially\_desirable\_DO, -values\_DO, -email\_giftcard, -term) # removing variables not in analysis

## Number per source

table(data$source)

##   
## gen\_UO mktg\_hsp psych\_hsp   
## 7 276 850

* 850 = psych human subjects pool
* 276 = mktg human subjects pool
* 7 = general UO pop

Rename variables

data <- data %>%  
 rename("framing\_condition" = "framing\_condition\_DO",   
 "norm\_condition" = "norm\_condition\_DO")

Drop unused levels

Re-order levels of norm condition

data$norm\_condition <- factor(data$norm\_condition, levels = c("control\_norm", "descriptive\_norm", "convention\_norm", "social\_norm", "moral\_norm"))

## Inspect final data

str(data, list.len = ncol(data))  
  
# write.csv(data, "final\_data.csv")

# Aggregate Variables

## Personality

### Reverse-code

data\_R <- data %>%  
 mutate(across(c(big\_2\_11,  
 big\_2\_16,  
 big\_2\_26,  
 big\_2\_31,  
 big\_2\_36,  
 big\_2\_51,  
 big\_2\_12,  
 big\_2\_17,  
 big\_2\_22,  
 big\_2\_37,  
 big\_2\_42,  
 big\_2\_47,  
 big\_2\_3,  
 big\_2\_8,  
 big\_2\_23,  
 big\_2\_28,  
 big\_2\_48,  
 big\_2\_58,  
 big\_2\_4,  
 big\_2\_9,  
 big\_2\_24,  
 big\_2\_29,  
 big\_2\_44,  
 big\_2\_49,  
 big\_2\_5,  
 big\_2\_25,  
 big\_2\_30,  
 big\_2\_45,  
 big\_2\_50,  
 big\_2\_55,  
 big\_2\_63), ~6 - .)) # replace '6' with the max possible value plus 1 for any particular scale

### Average items

data\_R$extraversion <- data\_R %>%  
 dplyr::select(big\_2\_1, big\_2\_6, big\_2\_11, big\_2\_16, big\_2\_21, big\_2\_26, big\_2\_31, big\_2\_36, big\_2\_41, big\_2\_46, big\_2\_51, big\_2\_56) %>%  
 rowMeans(na.rm = TRUE)   
  
  
data\_R$conscientiousness <- data\_R %>%  
 dplyr::select(big\_2\_3, big\_2\_8, big\_2\_13, big\_2\_18, big\_2\_23, big\_2\_28, big\_2\_33, big\_2\_38, big\_2\_43, big\_2\_48, big\_2\_53, big\_2\_58) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$agreeableness <- data\_R %>%  
 dplyr::select(big\_2\_2, big\_2\_7, big\_2\_12, big\_2\_17, big\_2\_22, big\_2\_27, big\_2\_32, big\_2\_37, big\_2\_42, big\_2\_47, big\_2\_52, big\_2\_57) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$neuroticism <- data\_R %>%  
 dplyr::select(big\_2\_4, big\_2\_9, big\_2\_14, big\_2\_19, big\_2\_24, big\_2\_29, big\_2\_34, big\_2\_39, big\_2\_44, big\_2\_49, big\_2\_54, big\_2\_59) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$openness <- data\_R %>%  
 dplyr::select(big\_2\_5, big\_2\_10, big\_2\_15, big\_2\_20, big\_2\_25, big\_2\_30, big\_2\_35, big\_2\_40, big\_2\_45, big\_2\_50, big\_2\_55, big\_2\_60) %>%  
 rowMeans(na.rm = TRUE)  
  
  
data\_R$honesty <- data\_R %>%  
 dplyr::select(big\_2\_61, big\_2\_62, big\_2\_63, big\_2\_64, big\_2\_65) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(extraversion, agreeableness, conscientiousness, openness, neuroticism, honesty) %>%  
 hist()
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## Clothing Interest

### Reverse-code

data\_R <- data\_R %>%  
 mutate(across(c(clothing\_interest\_3,  
 clothing\_interest\_5,  
 clothing\_interest\_7,  
 clothing\_interest\_9,  
 clothing\_interest\_12,  
 clothing\_interest\_14,  
 clothing\_interest\_15,  
 clothing\_interest\_16,  
 clothing\_interest\_18,  
 clothing\_interest\_20), ~6 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$clothing\_interest <- data\_R %>%  
 dplyr::select(clothing\_interest\_1:clothing\_interest\_20) %>%  
 rowMeans(na.rm = TRUE)

### Visually Inspect

data\_R %>%  
 dplyr::select(clothing\_interest) %>%  
 hist()
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## In-group Identification

### Reverse-code

No items need to be reverse-coded.

### Average items

data\_R$ingroup\_identification <- data\_R %>%  
 dplyr::select(ingroup\_ident\_1:ingroup\_ident\_14) %>%  
 rowMeans(na.rm = TRUE)

### Visually Inspect

data\_R %>%  
 dplyr::select(ingroup\_identification) %>%  
 hist()
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## Values

### Reverse-code

No items need to be reverse-coded.

### Recoding scale options

Recoding values:

* -3 = 1
* -2 = 2
* -1 = 3
* 0 = 4
* +1 = 5
* +2 = 6
* +3 = 7

table(data\_R$values\_1)

##   
## -3 -2 -1 0 1 2 3   
## 5 10 17 40 176 362 508

data\_R$values\_1\_rec <- dplyr::recode(data\_R$values\_1, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
  
table(data\_R$values\_1\_rec)

##   
## 1 2 3 4 5 6 7   
## 5 10 17 40 176 362 508

data\_R$values\_2\_rec <- dplyr::recode(data\_R$values\_2, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_3\_rec <- dplyr::recode(data\_R$values\_3, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_4\_rec <- dplyr::recode(data\_R$values\_4, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_5\_rec <- dplyr::recode(data\_R$values\_5, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_6\_rec <- dplyr::recode(data\_R$values\_6, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_7\_rec <- dplyr::recode(data\_R$values\_7, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_8\_rec <- dplyr::recode(data\_R$values\_8, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_9\_rec <- dplyr::recode(data\_R$values\_9, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_10\_rec <- dplyr::recode(data\_R$values\_10, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_11\_rec <- dplyr::recode(data\_R$values\_11, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_12\_rec <- dplyr::recode(data\_R$values\_12, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_13\_rec <- dplyr::recode(data\_R$values\_13, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_14\_rec <- dplyr::recode(data\_R$values\_14, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_15\_rec <- dplyr::recode(data\_R$values\_15, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
data\_R$values\_16\_rec <- dplyr::recode(data\_R$values\_16, `-3` = 1, `-2` = 2, `-1` = 3, `0` = 4, `1` = 5, `2` = 6, `3` = 7)  
  
table(data\_R$values\_16)

##   
## -3 -2 -1 0 1 2 3   
## 4 11 29 116 250 394 312

table(data\_R$values\_16\_rec)

##   
## 1 2 3 4 5 6 7   
## 4 11 29 116 250 394 312

### Average items

data\_R$biospheric <- data\_R %>%  
 dplyr::select(values\_1\_rec:values\_4\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$altruistic <- data\_R %>%  
 dplyr::select(values\_5\_rec:values\_8\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$egoistic <- data\_R %>%  
 dplyr::select(values\_9\_rec:values\_13\_rec) %>%  
 rowMeans(na.rm = TRUE)  
  
data\_R$hedonic <- data\_R %>%  
 dplyr::select(values\_14\_rec:values\_16\_rec) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

values\_df <- data\_R %>%  
 dplyr::select(biospheric, altruistic, egoistic, hedonic)  
  
values\_df %>%  
 hist()
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### Frequency tables

# Biospheric values  
tab1(values\_df$biospheric, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$biospheric :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 1 0.1 0.1 0.1 0.1  
## 1.5 1 0.1 0.2 0.1 0.2  
## 1.75 3 0.3 0.4 0.3 0.4  
## 2 1 0.1 0.5 0.1 0.5  
## 2.25 3 0.3 0.8 0.3 0.8  
## 2.5 2 0.2 1.0 0.2 1.0  
## 2.75 2 0.2 1.1 0.2 1.2  
## 3 3 0.3 1.4 0.3 1.4  
## 3.25 3 0.3 1.7 0.3 1.7  
## 3.5 15 1.3 3.0 1.3 3.0  
## 3.75 13 1.1 4.1 1.2 4.2  
## 4 26 2.3 6.4 2.3 6.5  
## 4.25 20 1.8 8.2 1.8 8.3  
## 4.5 24 2.1 10.3 2.1 10.5  
## 4.66666666666667 1 0.1 10.4 0.1 10.5  
## 4.75 53 4.7 15.1 4.7 15.3  
## 5 69 6.1 21.2 6.2 21.4  
## 5.25 64 5.6 26.8 5.7 27.2  
## 5.33333333333333 1 0.1 26.9 0.1 27.3  
## 5.5 90 7.9 34.9 8.0 35.3  
## 5.66666666666667 1 0.1 35.0 0.1 35.4  
## 5.75 102 9.0 44.0 9.1 44.5  
## 6 123 10.9 54.8 11.0 55.5  
## 6.25 97 8.6 63.4 8.7 64.2  
## 6.5 99 8.7 72.1 8.8 73.0  
## 6.75 116 10.2 82.3 10.4 83.4  
## 7 186 16.4 98.8 16.6 100.0  
## NaN 14 1.2 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Altruistic values  
tab1(values\_df$altruistic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$altruistic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 2 0.2 0.2 0.2 0.2  
## 1.75 2 0.2 0.4 0.2 0.4  
## 2 1 0.1 0.4 0.1 0.4  
## 2.75 1 0.1 0.5 0.1 0.5  
## 3 3 0.3 0.8 0.3 0.8  
## 3.25 2 0.2 1.0 0.2 1.0  
## 3.5 2 0.2 1.1 0.2 1.2  
## 3.75 3 0.3 1.4 0.3 1.4  
## 4 15 1.3 2.7 1.3 2.8  
## 4.25 10 0.9 3.6 0.9 3.7  
## 4.5 11 1.0 4.6 1.0 4.6  
## 4.75 15 1.3 5.9 1.3 6.0  
## 5 25 2.2 8.1 2.2 8.2  
## 5.25 42 3.7 11.8 3.8 12.0  
## 5.5 61 5.4 17.2 5.4 17.4  
## 5.66666666666667 1 0.1 17.3 0.1 17.5  
## 5.75 92 8.1 25.4 8.2 25.7  
## 6 127 11.2 36.6 11.3 37.1  
## 6.25 133 11.7 48.4 11.9 48.9  
## 6.33333333333333 1 0.1 48.5 0.1 49.0  
## 6.5 154 13.6 62.0 13.8 62.8  
## 6.66666666666667 1 0.1 62.1 0.1 62.9  
## 6.75 187 16.5 78.6 16.7 79.6  
## 7 229 20.2 98.9 20.4 100.0  
## NaN 13 1.1 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Egoistic values  
tab1(values\_df$egoistic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)
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## values\_df$egoistic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1.6 1 0.1 0.1 0.1 0.1  
## 1.8 1 0.1 0.2 0.1 0.2  
## 2 2 0.2 0.4 0.2 0.4  
## 2.2 3 0.3 0.6 0.3 0.6  
## 2.4 4 0.4 1.0 0.4 1.0  
## 2.6 7 0.6 1.6 0.6 1.6  
## 2.8 7 0.6 2.2 0.6 2.2  
## 3 11 1.0 3.2 1.0 3.2  
## 3.2 14 1.2 4.4 1.3 4.5  
## 3.4 18 1.6 6.0 1.6 6.1  
## 3.6 20 1.8 7.8 1.8 7.9  
## 3.75 1 0.1 7.9 0.1 8.0  
## 3.8 34 3.0 10.9 3.0 11.0  
## 4 61 5.4 16.2 5.5 16.4  
## 4.2 51 4.5 20.7 4.6 21.0  
## 4.4 73 6.4 27.2 6.5 27.5  
## 4.6 80 7.1 34.2 7.1 34.7  
## 4.8 97 8.6 42.8 8.7 43.3  
## 5 92 8.1 50.9 8.2 51.6  
## 5.2 113 10.0 60.9 10.1 61.7  
## 5.25 2 0.2 61.1 0.2 61.8  
## 5.4 87 7.7 68.8 7.8 69.6  
## 5.6 87 7.7 76.4 7.8 77.4  
## 5.75 2 0.2 76.6 0.2 77.6  
## 5.8 79 7.0 83.6 7.1 84.6  
## 6 61 5.4 89.0 5.5 90.1  
## 6.2 43 3.8 92.8 3.8 93.9  
## 6.25 1 0.1 92.9 0.1 94.0  
## 6.4 20 1.8 94.6 1.8 95.8  
## 6.6 18 1.6 96.2 1.6 97.4  
## 6.8 10 0.9 97.1 0.9 98.3  
## 7 19 1.7 98.8 1.7 100.0  
## NaN 14 1.2 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

# Hedonic values  
tab1(values\_df$hedonic, sort.group = "descending", cum.percent = TRUE, missing = FALSE, horiz = TRUE)

![](data:image/png;base64,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)

## values\_df$hedonic :   
## Frequency %(NA+) cum.%(NA+) %(NA-) cum.%(NA-)  
## 1 1 0.1 0.1 0.1 0.1  
## 1.66666666666667 1 0.1 0.2 0.1 0.2  
## 2 1 0.1 0.3 0.1 0.3  
## 2.33333333333333 1 0.1 0.4 0.1 0.4  
## 3 3 0.3 0.6 0.3 0.6  
## 3.33333333333333 2 0.2 0.8 0.2 0.8  
## 3.5 1 0.1 0.9 0.1 0.9  
## 3.66666666666667 7 0.6 1.5 0.6 1.5  
## 4 20 1.8 3.3 1.8 3.3  
## 4.33333333333333 17 1.5 4.8 1.5 4.8  
## 4.66666666666667 23 2.0 6.8 2.1 6.9  
## 5 61 5.4 12.2 5.4 12.3  
## 5.33333333333333 83 7.3 19.5 7.4 19.7  
## 5.5 3 0.3 19.8 0.3 20.0  
## 5.66666666666667 107 9.4 29.2 9.6 29.6  
## 6 219 19.3 48.5 19.6 49.1  
## 6.33333333333333 210 18.5 67.1 18.8 67.9  
## 6.66666666666667 200 17.7 84.7 17.9 85.7  
## 7 160 14.1 98.9 14.3 100.0  
## NaN 13 1.1 100.0 0.0 100.0  
## Total 1133 100.0 100.0 100.0 100.0

## Socially Desirable Responding

### Reverse-code

data\_R <- data\_R %>%  
 mutate(across(c(socially\_desirable\_1,  
 socially\_desirable\_3,  
 socially\_desirable\_5,  
 socially\_desirable\_8,  
 socially\_desirable\_9,  
 socially\_desirable\_11,  
 socially\_desirable\_12,  
 socially\_desirable\_13), ~8 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$self\_deceptive\_sdr <- data\_R %>%  
 dplyr::select(socially\_desirable\_1:socially\_desirable\_8) %>%  
 rowMeans(na.rm = TRUE)  
   
data\_R$impress\_manag\_sdr <- data\_R %>%  
 dplyr::select(socially\_desirable\_9:socially\_desirable\_16) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(self\_deceptive\_sdr, impress\_manag\_sdr) %>%  
 hist()
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## Consumer Intentions

### Reverse-code

Higher scores mean better consumer intentions (intentions to *reduce* future consumption):

data\_R <- data\_R %>%  
 mutate(across(c(consumer\_intentions\_2,  
 consumer\_intentions\_4,  
 consumer\_intentions\_7,  
 consumer\_intentions\_9), ~8 - .)) # replace '#' with the max possible value plus 1 for any particular scale

### Average items

data\_R$consumer\_intentions <- data\_R %>%  
 dplyr::select(consumer\_intentions\_1:consumer\_intentions\_9) %>%  
 rowMeans(na.rm = TRUE)

### Visually inspect

data\_R %>%  
 dplyr::select(consumer\_intentions) %>%  
 hist()
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# Contrast Coding

Subset variables

Contrast Coding using ifelse() approach:

# Framing  
data\_R\_alt$FramingCode1 <- ifelse(data\_R\_alt$framing\_condition == "control\_framing", -1/2, ifelse(data\_R\_alt$framing\_condition == "self\_enh\_framing", 1/2, 0))  
  
data\_R\_alt$FramingCode2 <- ifelse(data\_R\_alt$framing\_condition == "pro\_env\_framing", 2/3, -1/3)  
  
  
# Norm  
data\_R\_alt$NormCode1 <- ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 4, -1)  
  
data\_R\_alt$NormCode2 <- ifelse(data\_R\_alt$norm\_condition == "social\_norm", 3, ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 0, -1))  
  
data\_R\_alt$NormCode3 <- ifelse(data\_R\_alt$norm\_condition == "convention\_norm", 2, ifelse(data\_R\_alt$norm\_condition == "moral\_norm", 0, ifelse(data\_R\_alt$norm\_condition == "social\_norm", 0, -1)))  
data\_R\_alt$NormCode4 <- ifelse(data\_R\_alt$norm\_condition == "descriptive\_norm", 1, ifelse(data\_R\_alt$norm\_condition == "control\_norm", -1, 0))  
  
  
## Adding contrast codes to Framing & Norm Condition  
# Framing  
FrameCode1 <- c(-1/2, 0, 1/2) # control vs self-enhancing  
FrameCode2 <- c(-1/3, 2/3, -1/3) # arbitrary code  
  
contrasts(data\_R\_alt$framing\_condition) <- cbind(FrameCode1, FrameCode2)  
contrasts(data\_R\_alt$framing\_condition)

## FrameCode1 FrameCode2  
## control\_framing -0.5 -0.3333333  
## pro\_env\_framing 0.0 0.6666667  
## self\_enh\_framing 0.5 -0.3333333

# Norm  
contrasts(data\_R\_alt$norm\_condition) <- contr.helmert(5)  
contrasts(data\_R\_alt$norm\_condition) # control vs DN

## [,1] [,2] [,3] [,4]  
## control\_norm -1 -1 -1 -1  
## descriptive\_norm 1 -1 -1 -1  
## convention\_norm 0 2 -1 -1  
## social\_norm 0 0 3 -1  
## moral\_norm 0 0 0 4

# Gender  
levels(data\_R\_alt$Gender) <- c("Woman", "Man", "Non-binary", "I prefer not to identify", "Other")  
  
data\_R\_alt$Gender[data\_R\_alt$Gender == "Non-binary"] <- NA  
data\_R\_alt$Gender[data\_R\_alt$Gender == "I prefer not to identify"] <- NA  
data\_R\_alt$Gender[data\_R\_alt$Gender == "Other"] <- NA  
  
data\_R\_alt$Gender <- droplevels(data\_R\_alt$Gender)  
  
  
contrasts(data\_R\_alt$Gender) <- c(1, 0)  
levels(data\_R\_alt$Gender)

## [1] "Woman" "Man"

# Multiple Imputation

## Examine Missingness

data\_R\_alt %>%  
 dplyr::select(framing\_condition, norm\_condition, hedonic, egoistic, altruistic, biospheric, ingroup\_identification, self\_deceptive\_sdr, impress\_manag\_sdr, consumer\_intentions, consumer\_behaviors, Age, Gender, clothing\_interest) %>%  
 vis\_miss()
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n\_missing <- data\_R\_alt %>%  
 dplyr::select(framing\_condition, norm\_condition, hedonic, egoistic, altruistic, biospheric, ingroup\_identification, self\_deceptive\_sdr, impress\_manag\_sdr, consumer\_intentions, consumer\_behaviors, Age, Gender, clothing\_interest) %>%  
 lapply(function(x) sum(is.na(x)))  
  
n\_missing

## $framing\_condition  
## [1] 0  
##   
## $norm\_condition  
## [1] 0  
##   
## $hedonic  
## [1] 13  
##   
## $egoistic  
## [1] 14  
##   
## $altruistic  
## [1] 13  
##   
## $biospheric  
## [1] 14  
##   
## $ingroup\_identification  
## [1] 0  
##   
## $self\_deceptive\_sdr  
## [1] 15  
##   
## $impress\_manag\_sdr  
## [1] 14  
##   
## $consumer\_intentions  
## [1] 0  
##   
## $consumer\_behaviors  
## [1] 18  
##   
## $Age  
## [1] 103  
##   
## $Gender  
## [1] 41  
##   
## $clothing\_interest  
## [1] 0

# percent missing  
lapply(n\_missing, function(x) (x/nrow(data\_R\_alt))\*100)

## $framing\_condition  
## [1] 0  
##   
## $norm\_condition  
## [1] 0  
##   
## $hedonic  
## [1] 1.147396  
##   
## $egoistic  
## [1] 1.235658  
##   
## $altruistic  
## [1] 1.147396  
##   
## $biospheric  
## [1] 1.235658  
##   
## $ingroup\_identification  
## [1] 0  
##   
## $self\_deceptive\_sdr  
## [1] 1.323919  
##   
## $impress\_manag\_sdr  
## [1] 1.235658  
##   
## $consumer\_intentions  
## [1] 0  
##   
## $consumer\_behaviors  
## [1] 1.588703  
##   
## $Age  
## [1] 9.090909  
##   
## $Gender  
## [1] 3.618711  
##   
## $clothing\_interest  
## [1] 0

Variables with NO missing data:

* ingroup\_identification
* clothing\_interest
* consumer\_intentions
* framing\_condition
* norm\_condition

## Adding interaction terms

## Imputation model

set.seed(114950518)

* check out mice.impute.smcfcs

## [1] "Outcome variable(s): consumer\_intentions"  
## [1] "Passive variables: framing1Xbiospheric,framing2Xbiospheric,norm1Xbiospheric,norm2Xbiospheric,norm3Xbiospheric,norm4Xbiospheric,framing1Xnorm1Xbiospheric,framing1Xnorm2Xbiospheric,framing1Xnorm3Xbiospheric,framing1Xnorm4Xbiospheric,framing2Xnorm1Xbiospheric,framing2Xnorm2Xbiospheric,framing2Xnorm3Xbiospheric,framing2Xnorm4Xbiospheric,framing1Xaltruistic,framing2Xaltruistic,norm1Xaltruistic,norm2Xaltruistic,norm3Xaltruistic,norm4Xaltruistic,framing1Xnorm1Xaltruistic,framing1Xnorm2Xaltruistic,framing1Xnorm3Xaltruistic,framing1Xnorm4Xaltruistic,framing2Xnorm1Xaltruistic,framing2Xnorm2Xaltruistic,framing2Xnorm3Xaltruistic,framing2Xnorm4Xaltruistic,framing1Xegoistic,framing2Xegoistic,norm1Xegoistic,norm2Xegoistic,norm3Xegoistic,norm4Xegoistic,framing1Xnorm1Xegoistic,framing1Xnorm2Xegoistic,framing1Xnorm3Xegoistic,framing1Xnorm4Xegoistic,framing2Xnorm1Xegoistic,framing2Xnorm2Xegoistic,framing2Xnorm3Xegoistic,framing2Xnorm4Xegoistic,framing1Xhedonic,framing2Xhedonic,norm1Xhedonic,norm2Xhedonic,norm3Xhedonic,norm4Xhedonic,framing1Xnorm1Xhedonic,framing1Xnorm2Xhedonic,framing1Xnorm3Xhedonic,framing1Xnorm4Xhedonic,framing2Xnorm1Xhedonic,framing2Xnorm2Xhedonic,framing2Xnorm3Xhedonic,framing2Xnorm4Xhedonic"  
## [1] "Partially obs. variables: hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender"  
## [1] "Fully obs. substantive model variables: ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup"  
## [1] "Imputation 1"  
## [1] "Imputing: hedonic using egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: egoistic using hedonic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: altruistic using hedonic,egoistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: biospheric using hedonic,egoistic,altruistic,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: Age using hedonic,egoistic,altruistic,biospheric,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: self\_deceptive\_sdr using hedonic,egoistic,altruistic,biospheric,Age,impress\_manag\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: impress\_manag\_sdr using hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,consumer\_behaviors,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: consumer\_behaviors using hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,Gender,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputing: Gender using hedonic,egoistic,altruistic,biospheric,Age,self\_deceptive\_sdr,impress\_manag\_sdr,consumer\_behaviors,ingroup\_identification,clothing\_interest,framing\_condition,norm\_condition,framing1Xingroup,framing2Xingroup,norm1Xingroup,norm2Xingroup,norm3Xingroup,norm4Xingroup,framing1Xnorm1Xingroup,framing1Xnorm2Xingroup,framing1Xnorm3Xingroup,framing1Xnorm4Xingroup,framing2Xnorm1Xingroup,framing2Xnorm2Xingroup,framing2Xnorm3Xingroup,framing2Xnorm4Xingroup plus outcome"  
## [1] "Imputation 2"  
## [1] "Imputation 3"  
## [1] "Imputation 4"  
## [1] "Imputation 5"

Storing imputed data sets

Restrict range of values on imputed variables

# bio values  
impobject$imputations[[1]]$biospheric <- ifelse(impobject$imputations[[1]]$biospheric > 7, 7, impobject$imputations[[1]]$biospheric)  
  
impobject$imputations[[2]]$biospheric <- ifelse(impobject$imputations[[2]]$biospheric > 7, 7, impobject$imputations[[2]]$biospheric)  
  
impobject$imputations[[3]]$biospheric <- ifelse(impobject$imputations[[3]]$biospheric > 7, 7, impobject$imputations[[3]]$biospheric)  
  
impobject$imputations[[4]]$biospheric <- ifelse(impobject$imputations[[4]]$biospheric > 7, 7, impobject$imputations[[4]]$biospheric)  
  
impobject$imputations[[5]]$biospheric <- ifelse(impobject$imputations[[5]]$biospheric > 7, 7, impobject$imputations[[5]]$biospheric)  
  
  
# alt values  
impobject$imputations[[1]]$altruistic <- ifelse(impobject$imputations[[1]]$altruistic > 7, 7, impobject$imputations[[1]]$altruistic)  
  
impobject$imputations[[2]]$altruistic <- ifelse(impobject$imputations[[2]]$altruistic > 7, 7, impobject$imputations[[2]]$altruistic)  
  
impobject$imputations[[3]]$altruistic <- ifelse(impobject$imputations[[3]]$altruistic > 7, 7, impobject$imputations[[3]]$altruistic)  
  
impobject$imputations[[4]]$altruistic <- ifelse(impobject$imputations[[4]]$altruistic > 7, 7, impobject$imputations[[4]]$altruistic)  
  
impobject$imputations[[5]]$altruistic <- ifelse(impobject$imputations[[5]]$altruistic > 7, 7, impobject$imputations[[5]]$altruistic)  
  
  
# ego values  
impobject$imputations[[1]]$egoistic <- ifelse(impobject$imputations[[1]]$egoistic > 7, 7, impobject$imputations[[1]]$egoistic)  
  
impobject$imputations[[2]]$egoistic <- ifelse(impobject$imputations[[2]]$egoistic > 7, 7, impobject$imputations[[2]]$egoistic)  
  
impobject$imputations[[3]]$egoistic <- ifelse(impobject$imputations[[3]]$egoistic > 7, 7, impobject$imputations[[3]]$egoistic)  
  
impobject$imputations[[4]]$egoistic <- ifelse(impobject$imputations[[4]]$egoistic > 7, 7, impobject$imputations[[4]]$egoistic)  
  
impobject$imputations[[5]]$egoistic <- ifelse(impobject$imputations[[5]]$egoistic > 7, 7, impobject$imputations[[5]]$egoistic)  
  
  
# hed values  
impobject$imputations[[1]]$hedonic <- ifelse(impobject$imputations[[1]]$hedonic > 7, 7, impobject$imputations[[1]]$hedonic)  
  
impobject$imputations[[2]]$hedonic <- ifelse(impobject$imputations[[2]]$hedonic > 7, 7, impobject$imputations[[2]]$hedonic)  
  
impobject$imputations[[3]]$hedonic <- ifelse(impobject$imputations[[3]]$hedonic > 7, 7, impobject$imputations[[3]]$hedonic)  
  
impobject$imputations[[4]]$hedonic <- ifelse(impobject$imputations[[4]]$hedonic > 7, 7, impobject$imputations[[4]]$hedonic)  
  
impobject$imputations[[5]]$hedonic <- ifelse(impobject$imputations[[5]]$hedonic > 7, 7, impobject$imputations[[5]]$hedonic)  
  
  
# self-deceptive enhancement  
with(impobject, describe(self\_deceptive\_sdr))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.85 3.75 3.71 0.74 1 6.62 5.62 0.14 0.14 0.03  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.86 3.75 3.71 0.74 1 6.62 5.62 0.15 0.13 0.03  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.85 3.75 3.71 0.74 1 6.62 5.62 0.16 0.18 0.03  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.85 3.75 3.71 0.74 0.89 6.62 5.73 0.11 0.19 0.03  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 3.72 0.86 3.75 3.71 0.74 1 6.62 5.62 0.15 0.15 0.03  
##   
## attr(,"call")  
## with(impobject, describe(self\_deceptive\_sdr))

impobject$imputations[[4]]$self\_deceptive\_sdr <- ifelse(impobject$imputations[[4]]$self\_deceptive\_sdr < 1, 1, impobject$imputations[[4]]$self\_deceptive\_sdr)  
  
  
# impr manag  
with(impobject, describe(impress\_manag\_sdr))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.26 0.15 0.03  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.98 0.74 1.5 7 5.5 0.26 0.16 0.03  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4.01 0.85 4 3.99 0.74 1.5 7 5.5 0.25 0.15 0.03  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4 0.85 4 3.98 0.74 1.5 7 5.5 0.24 0.15 0.03  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 4 0.85 4 3.98 0.74 1.5 7 5.5 0.26 0.17 0.03  
##   
## attr(,"call")  
## with(impobject, describe(impress\_manag\_sdr))

# Age  
describe(data\_R\_alt$Age)

## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1030 19.87 1.95 19 19.67 1.48 18 50 32 4.91 59.29 0.06

with(impobject, describe(Age))

## [[1]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.88 1.95 19.18 19.69 1.76 15.42 50 34.58 4.51 54.36 0.06  
##   
## [[2]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.85 1.96 19 19.67 1.48 14.79 50 35.21 4.39 53.26 0.06  
##   
## [[3]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.88 1.96 19.29 19.69 1.92 15.83 50 34.17 4.42 52.66 0.06  
##   
## [[4]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.87 1.95 19 19.68 1.48 15.63 50 34.37 4.51 54.13 0.06  
##   
## [[5]]  
## vars n mean sd median trimmed mad min max range skew kurtosis se  
## X1 1 1133 19.87 1.95 19.14 19.69 1.69 14.17 50 35.83 4.48 54.54 0.06  
##   
## attr(,"call")  
## with(impobject, describe(Age))

impobject$imputations[[1]]$Age <- ifelse(impobject$imputations[[1]]$Age < 18, 18, impobject$imputations[[1]]$Age)  
  
impobject$imputations[[2]]$Age <- ifelse(impobject$imputations[[2]]$Age < 18, 18, impobject$imputations[[2]]$Age)  
  
impobject$imputations[[3]]$Age <- ifelse(impobject$imputations[[3]]$Age < 18, 18, impobject$imputations[[3]]$Age)  
  
impobject$imputations[[4]]$Age <- ifelse(impobject$imputations[[4]]$Age < 18, 18, impobject$imputations[[4]]$Age)  
  
impobject$imputations[[5]]$Age <- ifelse(impobject$imputations[[5]]$Age < 18, 18, impobject$imputations[[5]]$Age)

## Centering continuous predictors

Convert scmfcs object to a mids object (to make the object compatible with mice, and thus, emmeans):

mids\_obj <- datlist2mids(impobject)

Complete data set:

# Regression Analysis (DV = Consumer Intentions)

## Running Model

Averaging scores across imputations

complete\_data\_subset <- complete\_data %>%  
 dplyr::select(.imp, .id, consumer\_intentions, consumer\_behaviors, Gender, framing\_condition, norm\_condition, biospheric\_center, altruistic\_center, egoistic\_center, hedonic\_center, ingroup\_center, Age\_center, clothing\_center, self\_dec\_center, impress\_manag\_center)  
  
average\_df <- complete\_data\_subset %>%   
 group\_by(.id) %>%  
 transmute(.imp = .imp,   
 consumer\_behaviors = consumer\_behaviors,   
 Gender = Gender,  
 framing\_condition = framing\_condition,  
 norm\_condition = norm\_condition,  
 biospheric\_center = mean(biospheric\_center),  
 altruistic\_center = mean(altruistic\_center),  
 egoistic\_center = mean(egoistic\_center),  
 hedonic\_center = mean(hedonic\_center),  
 ingroup\_center = mean(ingroup\_center),  
 Age\_center = mean(Age\_center),  
 clothing\_center = mean(clothing\_center),  
 self\_dec\_center = mean(self\_dec\_center),  
 impress\_manag\_center = mean(impress\_manag\_center),  
 consumer\_intentions = mean(consumer\_intentions))  
  
  
average\_df <- average\_df %>%  
 filter(.imp == 1)

# Simple effects

## Biospheric values

Storing low (-1SD) and high (+1SD) biospheric values

sd\_below <- mean(average\_df$biospheric\_center) - sd(average\_df$biospheric\_center)  
  
sd\_above <- mean(average\_df$biospheric\_center) + sd(average\_df$biospheric\_center)

### Overall effect

EMM for low and high bio

# emmeans  
atlist <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ biospheric\_center, at = atlist)  
emms %>% knitr::kable(digits = 2)

| biospheric\_center | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| -0.99 | 4.03 | 0.06 | 1038 | 3.92 | 4.14 |
| 0.99 | 4.75 | 0.06 | 1038 | 4.63 | 4.86 |

Compare EMM for low and high bio

# custom contrast  
low\_bio <- c(1,0)  
hi\_bio <- c(0,1)  
  
# compare  
effect\_bio <- contrast(emms, method = list("High Bio - Low Bio" = hi\_bio - low\_bio), adjust = "none")  
effect\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| High Bio - Low Bio | 0.72 | 0.09 | 1038 | 7.79 | 0 |

# confidence intervals  
effect\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| High Bio - Low Bio | 0.72 | 0.09 | 1038 | 0.54 | 0.9 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(emms, method = list("High Bio - Low Bio" = hi\_bio - low\_bio), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| High Bio - Low Bio | 0.67 | 0.09 | 1038 | 0.5 | 0.84 |

### Framing Condition

EMM for low vs high bio in each framing

atlist <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ biospheric\_center\*framing\_condition, at=atlist)  
emms %>% knitr::kable(digits = 2)

| biospheric\_center | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.99 | control\_framing | 3.96 | 0.11 | 1038 | 3.76 | 4.17 |
| 0.99 | control\_framing | 4.69 | 0.10 | 1038 | 4.49 | 4.89 |
| -0.99 | pro\_env\_framing | 4.08 | 0.09 | 1038 | 3.91 | 4.25 |
| 0.99 | pro\_env\_framing | 4.88 | 0.09 | 1038 | 4.70 | 5.06 |
| -0.99 | self\_enh\_framing | 4.05 | 0.10 | 1038 | 3.84 | 4.25 |
| 0.99 | self\_enh\_framing | 4.67 | 0.10 | 1038 | 4.47 | 4.88 |

Compare EMMs for low vs high bio in each framing

# custom contrasts  
control\_low\_bio <- c(1,0,0,0,0,0)  
control\_hi\_bio <- c(0,1,0,0,0,0)  
proenv\_low\_bio <- c(0,0,1,0,0,0)  
proenv\_hi\_bio <- c(0,0,0,1,0,0)  
selfenh\_low\_bio <- c(0,0,0,0,1,0)  
self\_enh\_hi\_bio <- c(0,0,0,0,0,1)  
  
# compare  
effect\_frame\_bio <- contrast(emms, method = list("Control: High Bio - Low Bio" = control\_hi\_bio - control\_low\_bio,  
 "Pro-env: High Bio - Low Bio" = proenv\_hi\_bio - proenv\_low\_bio,  
 "Self-enh: High Bio - Low Bio" = self\_enh\_hi\_bio - selfenh\_low\_bio), adjust = "none")  
effect\_frame\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control: High Bio - Low Bio | 0.72 | 0.17 | 1038 | 4.29 | 0 |
| Pro-env: High Bio - Low Bio | 0.80 | 0.14 | 1038 | 5.83 | 0 |
| Self-enh: High Bio - Low Bio | 0.63 | 0.17 | 1038 | 3.67 | 0 |

# confidence intervals  
effect\_frame\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High Bio - Low Bio | 0.72 | 0.17 | 1038 | 0.39 | 1.06 |
| Pro-env: High Bio - Low Bio | 0.80 | 0.14 | 1038 | 0.53 | 1.07 |
| Self-enh: High Bio - Low Bio | 0.63 | 0.17 | 1038 | 0.29 | 0.97 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(emms, method = list("Control: High Bio - Low Bio" = control\_hi\_bio - control\_low\_bio,  
 "Pro-env: High Bio - Low Bio" = proenv\_hi\_bio - proenv\_low\_bio,  
 "Self-enh: High Bio - Low Bio" = self\_enh\_hi\_bio - selfenh\_low\_bio), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High Bio - Low Bio | 0.68 | 0.16 | 1038 | 0.37 | 0.99 |
| Pro-env: High Bio - Low Bio | 0.75 | 0.13 | 1038 | 0.49 | 1.00 |
| Self-enh: High Bio - Low Bio | 0.59 | 0.16 | 1038 | 0.27 | 0.91 |

### Norm Condition

EMM for low vs high bio in each norm

atlist <- list(biospheric\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ biospheric\_center\*norm\_condition, at=atlist)  
emms %>% knitr::kable(digits = 2)

| biospheric\_center | norm\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.99 | control\_norm | 3.99 | 0.12 | 1038 | 3.76 | 4.22 |
| 0.99 | control\_norm | 4.87 | 0.12 | 1038 | 4.63 | 5.12 |
| -0.99 | descriptive\_norm | 4.10 | 0.13 | 1038 | 3.85 | 4.35 |
| 0.99 | descriptive\_norm | 4.71 | 0.13 | 1038 | 4.46 | 4.95 |
| -0.99 | convention\_norm | 3.90 | 0.12 | 1038 | 3.65 | 4.14 |
| 0.99 | convention\_norm | 5.11 | 0.13 | 1038 | 4.86 | 5.36 |
| -0.99 | social\_norm | 4.02 | 0.12 | 1038 | 3.79 | 4.25 |
| 0.99 | social\_norm | 4.53 | 0.13 | 1038 | 4.27 | 4.79 |
| -0.99 | moral\_norm | 4.14 | 0.15 | 1038 | 3.84 | 4.43 |
| 0.99 | moral\_norm | 4.52 | 0.12 | 1038 | 4.28 | 4.76 |

Compare EMMs for low vs high bio in each framing

# custom contrasts  
control\_low\_bio <- c(1,rep(0,9))  
control\_hi\_bio <- c(0,1,rep(0,8))  
dn\_low\_bio <- c(0,0,1,rep(0,7))  
dn\_hi\_bio <- c(0,0,0,1,rep(0,6))  
conv\_low\_bio <- c(0,0,0,0,1,rep(0,5))  
conv\_hi\_bio <- c(rep(0,5),1,rep(0,4))  
sn\_low\_bio <- c(rep(0,6),1,0,0,0)  
sn\_hi\_bio <- c(rep(0,7),1,0,0)  
mn\_low\_bio <- c(rep(0,8),1,0)  
mn\_hi\_bio <- c(rep(0,9),1)  
  
# compare  
effect\_norm\_bio <- contrast(emms, method = list("Control: High Bio - Low Bio" = control\_hi\_bio - control\_low\_bio,  
 "DN: High Bio - Low Bio" = dn\_hi\_bio - dn\_low\_bio,  
 "Conv: High Bio - Low Bio" = conv\_hi\_bio - conv\_low\_bio,  
 "SN: High Bio - Low Bio" = sn\_hi\_bio - sn\_low\_bio,  
 "MN: High Bio - Low Bio" = mn\_hi\_bio - mn\_low\_bio), adjust = "none")  
effect\_norm\_bio %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control: High Bio - Low Bio | 0.89 | 0.19 | 1038 | 4.58 | 0.000 |
| DN: High Bio - Low Bio | 0.61 | 0.20 | 1038 | 2.97 | 0.003 |
| Conv: High Bio - Low Bio | 1.21 | 0.20 | 1038 | 5.95 | 0.000 |
| SN: High Bio - Low Bio | 0.51 | 0.20 | 1038 | 2.55 | 0.011 |
| MN: High Bio - Low Bio | 0.38 | 0.23 | 1038 | 1.65 | 0.099 |

# confidence intervals  
effect\_norm\_bio %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High Bio - Low Bio | 0.89 | 0.19 | 1038 | 0.51 | 1.26 |
| DN: High Bio - Low Bio | 0.61 | 0.20 | 1038 | 0.21 | 1.01 |
| Conv: High Bio - Low Bio | 1.21 | 0.20 | 1038 | 0.81 | 1.61 |
| SN: High Bio - Low Bio | 0.51 | 0.20 | 1038 | 0.12 | 0.90 |
| MN: High Bio - Low Bio | 0.38 | 0.23 | 1038 | -0.07 | 0.83 |

# effect size  
eff\_size(emms, method = list("Control: High Bio - Low Bio" = control\_hi\_bio - control\_low\_bio,  
 "DN: High Bio - Low Bio" = dn\_hi\_bio - dn\_low\_bio,  
 "Conv: High Bio - Low Bio" = conv\_hi\_bio - conv\_low\_bio,  
 "SN: High Bio - Low Bio" = sn\_hi\_bio - sn\_low\_bio,  
 "MN: High Bio - Low Bio" = mn\_hi\_bio - mn\_low\_bio), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High Bio - Low Bio | 0.83 | 0.18 | 1038 | 0.47 | 1.18 |
| DN: High Bio - Low Bio | 0.57 | 0.19 | 1038 | 0.19 | 0.94 |
| Conv: High Bio - Low Bio | 1.13 | 0.19 | 1038 | 0.76 | 1.51 |
| SN: High Bio - Low Bio | 0.48 | 0.19 | 1038 | 0.11 | 0.85 |
| MN: High Bio - Low Bio | 0.35 | 0.21 | 1038 | -0.07 | 0.77 |

## Altruistic values

Storing low (-1SD) and high (+1SD) altruistic values

sd\_below <- mean(average\_df$altruistic\_center) - sd(average\_df$altruistic\_center)  
  
sd\_above <- mean(average\_df$altruistic\_center) + sd(average\_df$altruistic\_center)

### Overall effect

EMM for low and high alt

# emmeans  
atlist <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ altruistic\_center, at = atlist)  
emms %>% knitr::kable(digits = 2)

| altruistic\_center | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| -0.8 | 4.32 | 0.06 | 1038 | 4.21 | 4.44 |
| 0.8 | 4.45 | 0.06 | 1038 | 4.33 | 4.57 |

Compare EMM for low and high alt

# custom contrast  
low\_alt <- c(1,0)  
hi\_alt <- c(0,1)  
  
# compare  
effect\_alt <- contrast(emms, method = list("High alt - Low alt" = hi\_alt - low\_alt), adjust = "none")  
effect\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| High alt - Low alt | 0.13 | 0.1 | 1038 | 1.23 | 0.22 |

# confidence intervals  
effect\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| High alt - Low alt | 0.13 | 0.1 | 1038 | -0.08 | 0.33 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(emms, method = list("High alt - Low alt" = hi\_alt - low\_alt), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| High alt - Low alt | 0.12 | 0.1 | 1038 | -0.07 | 0.31 |

### Framing Condition

EMM for low vs high alt in each framing

atlist <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ altruistic\_center\*framing\_condition, at=atlist)  
emms %>% knitr::kable(digits = 2)

| altruistic\_center | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.8 | control\_framing | 4.24 | 0.10 | 1038 | 4.04 | 4.43 |
| 0.8 | control\_framing | 4.42 | 0.11 | 1038 | 4.21 | 4.63 |
| -0.8 | pro\_env\_framing | 4.49 | 0.10 | 1038 | 4.29 | 4.68 |
| 0.8 | pro\_env\_framing | 4.47 | 0.10 | 1038 | 4.28 | 4.66 |
| -0.8 | self\_enh\_framing | 4.25 | 0.11 | 1038 | 4.03 | 4.48 |
| 0.8 | self\_enh\_framing | 4.47 | 0.11 | 1038 | 4.25 | 4.69 |

Compare EMMs for low vs high alt in each framing

# custom contrasts  
control\_low\_alt <- c(1,0,0,0,0,0)  
control\_hi\_alt <- c(0,1,0,0,0,0)  
proenv\_low\_alt <- c(0,0,1,0,0,0)  
proenv\_hi\_alt <- c(0,0,0,1,0,0)  
selfenh\_low\_alt <- c(0,0,0,0,1,0)  
self\_enh\_hi\_alt <- c(0,0,0,0,0,1)  
  
# compare  
effect\_frame\_alt <- contrast(emms, method = list("Control: High alt - Low alt" = control\_hi\_alt - control\_low\_alt,  
 "Pro-env: High alt - Low alt" = proenv\_hi\_alt - proenv\_low\_alt,  
 "Self-enh: High alt - Low alt" = self\_enh\_hi\_alt - selfenh\_low\_alt), adjust = "none")  
effect\_frame\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control: High alt - Low alt | 0.18 | 0.17 | 1038 | 1.07 | 0.284 |
| Pro-env: High alt - Low alt | -0.01 | 0.16 | 1038 | -0.09 | 0.928 |
| Self-enh: High alt - Low alt | 0.21 | 0.19 | 1038 | 1.10 | 0.272 |

# confidence intervals  
effect\_frame\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High alt - Low alt | 0.18 | 0.17 | 1038 | -0.15 | 0.51 |
| Pro-env: High alt - Low alt | -0.01 | 0.16 | 1038 | -0.33 | 0.30 |
| Self-enh: High alt - Low alt | 0.21 | 0.19 | 1038 | -0.17 | 0.59 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(emms, method = list("Control: High alt - Low alt" = control\_hi\_alt - control\_low\_alt,  
 "Pro-env: High alt - Low alt" = proenv\_hi\_alt - proenv\_low\_alt,  
 "Self-enh: High alt - Low alt" = self\_enh\_hi\_alt - selfenh\_low\_alt), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High alt - Low alt | 0.17 | 0.16 | 1038 | -0.14 | 0.48 |
| Pro-env: High alt - Low alt | -0.01 | 0.15 | 1038 | -0.31 | 0.28 |
| Self-enh: High alt - Low alt | 0.20 | 0.18 | 1038 | -0.16 | 0.55 |

### Norm Condition

EMM for low vs high alt in each norm

atlist <- list(altruistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ altruistic\_center\*norm\_condition, at=atlist)  
emms %>% knitr::kable(digits = 2)

| altruistic\_center | norm\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.8 | control\_norm | 4.33 | 0.15 | 1038 | 4.04 | 4.62 |
| 0.8 | control\_norm | 4.53 | 0.14 | 1038 | 4.25 | 4.81 |
| -0.8 | descriptive\_norm | 4.51 | 0.13 | 1038 | 4.25 | 4.76 |
| 0.8 | descriptive\_norm | 4.30 | 0.13 | 1038 | 4.05 | 4.55 |
| -0.8 | convention\_norm | 4.54 | 0.13 | 1038 | 4.28 | 4.80 |
| 0.8 | convention\_norm | 4.46 | 0.13 | 1038 | 4.21 | 4.71 |
| -0.8 | social\_norm | 4.19 | 0.15 | 1038 | 3.91 | 4.48 |
| 0.8 | social\_norm | 4.36 | 0.13 | 1038 | 4.09 | 4.62 |
| -0.8 | moral\_norm | 4.05 | 0.12 | 1038 | 3.82 | 4.28 |
| 0.8 | moral\_norm | 4.61 | 0.14 | 1038 | 4.33 | 4.88 |

Compare EMMs for low vs high alt in each framing

# custom contrasts  
control\_low\_alt <- c(1,rep(0,9))  
control\_hi\_alt <- c(0,1,rep(0,8))  
dn\_low\_alt <- c(0,0,1,rep(0,7))  
dn\_hi\_alt <- c(0,0,0,1,rep(0,6))  
conv\_low\_alt <- c(0,0,0,0,1,rep(0,5))  
conv\_hi\_alt <- c(rep(0,5),1,rep(0,4))  
sn\_low\_alt <- c(rep(0,6),1,0,0,0)  
sn\_hi\_alt <- c(rep(0,7),1,0,0)  
mn\_low\_alt <- c(rep(0,8),1,0)  
mn\_hi\_alt <- c(rep(0,9),1)  
  
# compare  
effect\_norm\_alt <- contrast(emms, method = list("Control: High alt - Low alt" = control\_hi\_alt - control\_low\_alt,  
 "DN: High alt - Low alt" = dn\_hi\_alt - dn\_low\_alt,  
 "Conv: High alt - Low alt" = conv\_hi\_alt - conv\_low\_alt,  
 "SN: High alt - Low alt" = sn\_hi\_alt - sn\_low\_alt,  
 "MN: High alt - Low alt" = mn\_hi\_alt - mn\_low\_alt), adjust = "none")  
effect\_norm\_alt %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control: High alt - Low alt | 0.20 | 0.25 | 1038 | 0.79 | 0.428 |
| DN: High alt - Low alt | -0.21 | 0.21 | 1038 | -0.98 | 0.325 |
| Conv: High alt - Low alt | -0.08 | 0.21 | 1038 | -0.38 | 0.705 |
| SN: High alt - Low alt | 0.17 | 0.24 | 1038 | 0.70 | 0.485 |
| MN: High alt - Low alt | 0.56 | 0.21 | 1038 | 2.67 | 0.008 |

# confidence intervals  
effect\_norm\_alt %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High alt - Low alt | 0.20 | 0.25 | 1038 | -0.30 | 0.69 |
| DN: High alt - Low alt | -0.21 | 0.21 | 1038 | -0.62 | 0.21 |
| Conv: High alt - Low alt | -0.08 | 0.21 | 1038 | -0.50 | 0.34 |
| SN: High alt - Low alt | 0.17 | 0.24 | 1038 | -0.30 | 0.63 |
| MN: High alt - Low alt | 0.56 | 0.21 | 1038 | 0.15 | 0.96 |

# effect size  
eff\_size(emms, method = list("Control: High alt - Low alt" = control\_hi\_alt - control\_low\_alt,  
 "DN: High alt - Low alt" = dn\_hi\_alt - dn\_low\_alt,  
 "Conv: High alt - Low alt" = conv\_hi\_alt - conv\_low\_alt,  
 "SN: High alt - Low alt" = sn\_hi\_alt - sn\_low\_alt,  
 "MN: High alt - Low alt" = mn\_hi\_alt - mn\_low\_alt), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High alt - Low alt | 0.19 | 0.24 | 1038 | -0.28 | 0.65 |
| DN: High alt - Low alt | -0.20 | 0.20 | 1038 | -0.58 | 0.19 |
| Conv: High alt - Low alt | -0.08 | 0.20 | 1038 | -0.47 | 0.32 |
| SN: High alt - Low alt | 0.16 | 0.22 | 1038 | -0.28 | 0.59 |
| MN: High alt - Low alt | 0.52 | 0.20 | 1038 | 0.14 | 0.90 |

## Egoistic values

Storing low (-1SD) and high (+1SD) egoistic values

sd\_below <- mean(average\_df$egoistic\_center) - sd(average\_df$egoistic\_center)  
  
sd\_above <- mean(average\_df$egoistic\_center) + sd(average\_df$egoistic\_center)

### Overall effect

EMM for low and high ego

# emmeans  
atlist <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ egoistic\_center, at = atlist)  
emms %>% knitr::kable(digits = 2)

| egoistic\_center | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| -0.92 | 4.66 | 0.05 | 1038 | 4.56 | 4.76 |
| 0.92 | 4.12 | 0.05 | 1038 | 4.02 | 4.22 |

Compare EMM for low and high ego

# custom contrast  
low\_ego <- c(1,0)  
hi\_ego <- c(0,1)  
  
# compare  
effect\_ego <- contrast(emms, method = list("High ego - Low ego" = hi\_ego - low\_ego), adjust = "none")  
effect\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| High ego - Low ego | -0.54 | 0.08 | 1038 | -6.93 | 0 |

# confidence intervals  
effect\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| High ego - Low ego | -0.54 | 0.08 | 1038 | -0.7 | -0.39 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(emms, method = list("High ego - Low ego" = hi\_ego - low\_ego), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| High ego - Low ego | -0.51 | 0.07 | 1038 | -0.65 | -0.36 |

### Framing Condition

EMM for low vs high ego in each framing

atlist <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ egoistic\_center\*framing\_condition, at=atlist)  
emms %>% knitr::kable(digits = 2)

| egoistic\_center | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.92 | control\_framing | 4.60 | 0.09 | 1038 | 4.42 | 4.77 |
| 0.92 | control\_framing | 4.06 | 0.09 | 1038 | 3.88 | 4.23 |
| -0.92 | pro\_env\_framing | 4.72 | 0.09 | 1038 | 4.55 | 4.89 |
| 0.92 | pro\_env\_framing | 4.23 | 0.08 | 1038 | 4.07 | 4.40 |
| -0.92 | self\_enh\_framing | 4.66 | 0.09 | 1038 | 4.48 | 4.84 |
| 0.92 | self\_enh\_framing | 4.06 | 0.09 | 1038 | 3.89 | 4.23 |

Compare EMMs for low vs high ego in each framing

# custom contrasts  
control\_low\_ego <- c(1,0,0,0,0,0)  
control\_hi\_ego <- c(0,1,0,0,0,0)  
proenv\_low\_ego <- c(0,0,1,0,0,0)  
proenv\_hi\_ego <- c(0,0,0,1,0,0)  
selfenh\_low\_ego <- c(0,0,0,0,1,0)  
self\_enh\_hi\_ego <- c(0,0,0,0,0,1)  
  
# compare  
effect\_frame\_ego <- contrast(emms, method = list("Control: High ego - Low ego" = control\_hi\_ego - control\_low\_ego,  
 "Pro-env: High ego - Low ego" = proenv\_hi\_ego - proenv\_low\_ego,  
 "Self-enh: High ego - Low ego" = self\_enh\_hi\_ego - selfenh\_low\_ego), adjust = "none")  
effect\_frame\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control: High ego - Low ego | -0.54 | 0.13 | 1038 | -4.03 | 0 |
| Pro-env: High ego - Low ego | -0.49 | 0.13 | 1038 | -3.84 | 0 |
| Self-enh: High ego - Low ego | -0.60 | 0.14 | 1038 | -4.43 | 0 |

# confidence intervals  
effect\_frame\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High ego - Low ego | -0.54 | 0.13 | 1038 | -0.81 | -0.28 |
| Pro-env: High ego - Low ego | -0.49 | 0.13 | 1038 | -0.74 | -0.24 |
| Self-enh: High ego - Low ego | -0.60 | 0.14 | 1038 | -0.87 | -0.34 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(emms, method = list("Control: High ego - Low ego" = control\_hi\_ego - control\_low\_ego,  
 "Pro-env: High ego - Low ego" = proenv\_hi\_ego - proenv\_low\_ego,  
 "Self-enh: High ego - Low ego" = self\_enh\_hi\_ego - selfenh\_low\_ego), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High ego - Low ego | -0.51 | 0.13 | 1038 | -0.76 | -0.26 |
| Pro-env: High ego - Low ego | -0.46 | 0.12 | 1038 | -0.69 | -0.22 |
| Self-enh: High ego - Low ego | -0.56 | 0.13 | 1038 | -0.82 | -0.31 |

### Norm Condition

EMM for low vs high ego in each norm

atlist <- list(egoistic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ egoistic\_center\*norm\_condition, at=atlist)  
emms %>% knitr::kable(digits = 2)

| egoistic\_center | norm\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.92 | control\_norm | 4.76 | 0.11 | 1038 | 4.55 | 4.98 |
| 0.92 | control\_norm | 4.10 | 0.11 | 1038 | 3.88 | 4.32 |
| -0.92 | descriptive\_norm | 4.64 | 0.12 | 1038 | 4.40 | 4.89 |
| 0.92 | descriptive\_norm | 4.16 | 0.12 | 1038 | 3.93 | 4.39 |
| -0.92 | convention\_norm | 4.83 | 0.10 | 1038 | 4.63 | 5.04 |
| 0.92 | convention\_norm | 4.17 | 0.11 | 1038 | 3.95 | 4.39 |
| -0.92 | social\_norm | 4.52 | 0.11 | 1038 | 4.30 | 4.74 |
| 0.92 | social\_norm | 4.04 | 0.11 | 1038 | 3.82 | 4.25 |
| -0.92 | moral\_norm | 4.54 | 0.12 | 1038 | 4.31 | 4.78 |
| 0.92 | moral\_norm | 4.11 | 0.11 | 1038 | 3.89 | 4.33 |

Compare EMMs for low vs high ego in each framing

# custom contrasts  
control\_low\_ego <- c(1,rep(0,9))  
control\_hi\_ego <- c(0,1,rep(0,8))  
dn\_low\_ego <- c(0,0,1,rep(0,7))  
dn\_hi\_ego <- c(0,0,0,1,rep(0,6))  
conv\_low\_ego <- c(0,0,0,0,1,rep(0,5))  
conv\_hi\_ego <- c(rep(0,5),1,rep(0,4))  
sn\_low\_ego <- c(rep(0,6),1,0,0,0)  
sn\_hi\_ego <- c(rep(0,7),1,0,0)  
mn\_low\_ego <- c(rep(0,8),1,0)  
mn\_hi\_ego <- c(rep(0,9),1)  
  
# compare  
effect\_norm\_ego <- contrast(emms, method = list("Control: High ego - Low ego" = control\_hi\_ego - control\_low\_ego,  
 "DN: High ego - Low ego" = dn\_hi\_ego - dn\_low\_ego,  
 "Conv: High ego - Low ego" = conv\_hi\_ego - conv\_low\_ego,  
 "SN: High ego - Low ego" = sn\_hi\_ego - sn\_low\_ego,  
 "MN: High ego - Low ego" = mn\_hi\_ego - mn\_low\_ego), adjust = "none")  
effect\_norm\_ego %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control: High ego - Low ego | -0.67 | 0.16 | 1038 | -4.04 | 0.000 |
| DN: High ego - Low ego | -0.48 | 0.19 | 1038 | -2.49 | 0.013 |
| Conv: High ego - Low ego | -0.66 | 0.16 | 1038 | -4.23 | 0.000 |
| SN: High ego - Low ego | -0.48 | 0.17 | 1038 | -2.90 | 0.004 |
| MN: High ego - Low ego | -0.43 | 0.17 | 1038 | -2.49 | 0.013 |

# confidence intervals  
effect\_norm\_ego %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High ego - Low ego | -0.67 | 0.16 | 1038 | -0.99 | -0.34 |
| DN: High ego - Low ego | -0.48 | 0.19 | 1038 | -0.86 | -0.10 |
| Conv: High ego - Low ego | -0.66 | 0.16 | 1038 | -0.97 | -0.36 |
| SN: High ego - Low ego | -0.48 | 0.17 | 1038 | -0.80 | -0.15 |
| MN: High ego - Low ego | -0.43 | 0.17 | 1038 | -0.77 | -0.09 |

# effect size  
eff\_size(emms, method = list("Control: High ego - Low ego" = control\_hi\_ego - control\_low\_ego,  
 "DN: High ego - Low ego" = dn\_hi\_ego - dn\_low\_ego,  
 "Conv: High ego - Low ego" = conv\_hi\_ego - conv\_low\_ego,  
 "SN: High ego - Low ego" = sn\_hi\_ego - sn\_low\_ego,  
 "MN: High ego - Low ego" = mn\_hi\_ego - mn\_low\_ego), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High ego - Low ego | -0.62 | 0.15 | 1038 | -0.93 | -0.32 |
| DN: High ego - Low ego | -0.45 | 0.18 | 1038 | -0.80 | -0.09 |
| Conv: High ego - Low ego | -0.62 | 0.15 | 1038 | -0.91 | -0.33 |
| SN: High ego - Low ego | -0.45 | 0.16 | 1038 | -0.75 | -0.14 |
| MN: High ego - Low ego | -0.40 | 0.16 | 1038 | -0.72 | -0.09 |

## Hedonic values

Storing low (-1SD) and high (+1SD) hedonic values

sd\_below <- mean(average\_df$hedonic\_center) - sd(average\_df$hedonic\_center)  
  
sd\_above <- mean(average\_df$hedonic\_center) + sd(average\_df$hedonic\_center)

### Overall effect

EMM for low and high hed

# emmeans  
atlist <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ hedonic\_center, at = atlist)  
emms %>% knitr::kable(digits = 2)

| hedonic\_center | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| -0.79 | 4.46 | 0.06 | 1038 | 4.35 | 4.57 |
| 0.79 | 4.31 | 0.05 | 1038 | 4.21 | 4.42 |

Compare EMM for low and high hed

# custom contrast  
low\_hed <- c(1,0)  
hi\_hed <- c(0,1)  
  
# compare  
effect\_hed <- contrast(emms, method = list("High hed - Low hed" = hi\_hed - low\_hed), adjust = "none")  
effect\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| High hed - Low hed | -0.15 | 0.09 | 1038 | -1.7 | 0.089 |

# confidence intervals  
effect\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| High hed - Low hed | -0.15 | 0.09 | 1038 | -0.32 | 0.02 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(emms, method = list("High hed - Low hed" = hi\_hed - low\_hed), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| High hed - Low hed | -0.14 | 0.08 | 1038 | -0.3 | 0.02 |

### Framing Condition

EMM for low vs high hed in each framing

atlist <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ hedonic\_center\*framing\_condition, at=atlist)  
emms %>% knitr::kable(digits = 2)

| hedonic\_center | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.79 | control\_framing | 4.44 | 0.10 | 1038 | 4.25 | 4.63 |
| 0.79 | control\_framing | 4.21 | 0.09 | 1038 | 4.03 | 4.39 |
| -0.79 | pro\_env\_framing | 4.47 | 0.09 | 1038 | 4.29 | 4.65 |
| 0.79 | pro\_env\_framing | 4.49 | 0.09 | 1038 | 4.30 | 4.67 |
| -0.79 | self\_enh\_framing | 4.47 | 0.10 | 1038 | 4.28 | 4.66 |
| 0.79 | self\_enh\_framing | 4.25 | 0.10 | 1038 | 4.06 | 4.44 |

Compare EMMs for low vs high hed in each framing

# custom contrasts  
control\_low\_hed <- c(1,0,0,0,0,0)  
control\_hi\_hed <- c(0,1,0,0,0,0)  
proenv\_low\_hed <- c(0,0,1,0,0,0)  
proenv\_hi\_hed <- c(0,0,0,1,0,0)  
selfenh\_low\_hed <- c(0,0,0,0,1,0)  
self\_enh\_hi\_hed <- c(0,0,0,0,0,1)  
  
# compare  
effect\_frame\_hed <- contrast(emms, method = list("Control: High hed - Low hed" = control\_hi\_hed - control\_low\_hed,  
 "Pro-env: High hed - Low hed" = proenv\_hi\_hed - proenv\_low\_hed,  
 "Self-enh: High hed - Low hed" = self\_enh\_hi\_hed - selfenh\_low\_hed), adjust = "none")  
effect\_frame\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control: High hed - Low hed | -0.23 | 0.14 | 1038 | -1.62 | 0.106 |
| Pro-env: High hed - Low hed | 0.02 | 0.14 | 1038 | 0.10 | 0.917 |
| Self-enh: High hed - Low hed | -0.22 | 0.16 | 1038 | -1.42 | 0.156 |

# confidence intervals  
effect\_frame\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High hed - Low hed | -0.23 | 0.14 | 1038 | -0.52 | 0.05 |
| Pro-env: High hed - Low hed | 0.02 | 0.14 | 1038 | -0.27 | 0.30 |
| Self-enh: High hed - Low hed | -0.22 | 0.16 | 1038 | -0.53 | 0.08 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(emms, method = list("Control: High hed - Low hed" = control\_hi\_hed - control\_low\_hed,  
 "Pro-env: High hed - Low hed" = proenv\_hi\_hed - proenv\_low\_hed,  
 "Self-enh: High hed - Low hed" = self\_enh\_hi\_hed - selfenh\_low\_hed), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High hed - Low hed | -0.22 | 0.14 | 1038 | -0.48 | 0.05 |
| Pro-env: High hed - Low hed | 0.01 | 0.14 | 1038 | -0.25 | 0.28 |
| Self-enh: High hed - Low hed | -0.21 | 0.15 | 1038 | -0.49 | 0.08 |

### Norm Condition

EMM for low vs high hed in each norm

atlist <- list(hedonic\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ hedonic\_center\*norm\_condition, at=atlist)  
emms %>% knitr::kable(digits = 2)

| hedonic\_center | norm\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| -0.79 | control\_norm | 4.50 | 0.13 | 1038 | 4.24 | 4.76 |
| 0.79 | control\_norm | 4.37 | 0.11 | 1038 | 4.14 | 4.59 |
| -0.79 | descriptive\_norm | 4.44 | 0.12 | 1038 | 4.20 | 4.68 |
| 0.79 | descriptive\_norm | 4.36 | 0.13 | 1038 | 4.11 | 4.62 |
| -0.79 | convention\_norm | 4.40 | 0.12 | 1038 | 4.17 | 4.64 |
| 0.79 | convention\_norm | 4.60 | 0.11 | 1038 | 4.38 | 4.82 |
| -0.79 | social\_norm | 4.42 | 0.12 | 1038 | 4.18 | 4.66 |
| 0.79 | social\_norm | 4.13 | 0.12 | 1038 | 3.89 | 4.37 |
| -0.79 | moral\_norm | 4.55 | 0.11 | 1038 | 4.32 | 4.77 |
| 0.79 | moral\_norm | 4.11 | 0.12 | 1038 | 3.88 | 4.34 |

Compare EMMs for low vs high hed in each framing

# custom contrasts  
control\_low\_hed <- c(1,rep(0,9))  
control\_hi\_hed <- c(0,1,rep(0,8))  
dn\_low\_hed <- c(0,0,1,rep(0,7))  
dn\_hi\_hed <- c(0,0,0,1,rep(0,6))  
conv\_low\_hed <- c(0,0,0,0,1,rep(0,5))  
conv\_hi\_hed <- c(rep(0,5),1,rep(0,4))  
sn\_low\_hed <- c(rep(0,6),1,0,0,0)  
sn\_hi\_hed <- c(rep(0,7),1,0,0)  
mn\_low\_hed <- c(rep(0,8),1,0)  
mn\_hi\_hed <- c(rep(0,9),1)  
  
# compare  
effect\_norm\_hed <- contrast(emms, method = list("Control: High hed - Low hed" = control\_hi\_hed - control\_low\_hed,  
 "DN: High hed - Low hed" = dn\_hi\_hed - dn\_low\_hed,  
 "Conv: High hed - Low hed" = conv\_hi\_hed - conv\_low\_hed,  
 "SN: High hed - Low hed" = sn\_hi\_hed - sn\_low\_hed,  
 "MN: High hed - Low hed" = mn\_hi\_hed - mn\_low\_hed), adjust = "none")  
effect\_norm\_hed %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control: High hed - Low hed | -0.13 | 0.20 | 1038 | -0.66 | 0.512 |
| DN: High hed - Low hed | -0.08 | 0.21 | 1038 | -0.37 | 0.715 |
| Conv: High hed - Low hed | 0.20 | 0.18 | 1038 | 1.09 | 0.275 |
| SN: High hed - Low hed | -0.28 | 0.19 | 1038 | -1.46 | 0.145 |
| MN: High hed - Low hed | -0.44 | 0.17 | 1038 | -2.52 | 0.012 |

# confidence intervals  
effect\_norm\_hed %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High hed - Low hed | -0.13 | 0.20 | 1038 | -0.52 | 0.26 |
| DN: High hed - Low hed | -0.08 | 0.21 | 1038 | -0.48 | 0.33 |
| Conv: High hed - Low hed | 0.20 | 0.18 | 1038 | -0.16 | 0.55 |
| SN: High hed - Low hed | -0.28 | 0.19 | 1038 | -0.66 | 0.10 |
| MN: High hed - Low hed | -0.44 | 0.17 | 1038 | -0.78 | -0.10 |

# effect size  
eff\_size(emms, method = list("Control: High hed - Low hed" = control\_hi\_hed - control\_low\_hed,  
 "DN: High hed - Low hed" = dn\_hi\_hed - dn\_low\_hed,  
 "Conv: High hed - Low hed" = conv\_hi\_hed - conv\_low\_hed,  
 "SN: High hed - Low hed" = sn\_hi\_hed - sn\_low\_hed,  
 "MN: High hed - Low hed" = mn\_hi\_hed - mn\_low\_hed), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High hed - Low hed | -0.12 | 0.19 | 1038 | -0.49 | 0.25 |
| DN: High hed - Low hed | -0.07 | 0.19 | 1038 | -0.45 | 0.31 |
| Conv: High hed - Low hed | 0.18 | 0.17 | 1038 | -0.15 | 0.51 |
| SN: High hed - Low hed | -0.26 | 0.18 | 1038 | -0.62 | 0.09 |
| MN: High hed - Low hed | -0.41 | 0.16 | 1038 | -0.73 | -0.09 |

# Ingroup identification

## Storing low (-1SD) and high (+1SD) ingroup identification

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)

## Overall effect

EMM for low and high ingroup

# emmeans  
atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ ingroup\_center, at = atlist)  
emms %>% knitr::kable(digits = 2)

| ingroup\_center | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| -1.01 | 4.36 | 0.05 | 1038 | 4.26 | 4.46 |
| 1.01 | 4.42 | 0.05 | 1038 | 4.32 | 4.51 |

Compare EMM for low and high ing

# custom contrast  
low\_ing <- c(1,0)  
hi\_ing <- c(0,1)  
  
# compare  
effect\_ing <- contrast(emms, method = list("High ing - Low ing" = hi\_ing - low\_ing), adjust = "none")  
effect\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| High ing - Low ing | 0.06 | 0.07 | 1038 | 0.83 | 0.409 |

# confidence intervals  
effect\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| High ing - Low ing | 0.06 | 0.07 | 1038 | -0.08 | 0.19 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(emms, method = list("High ing - Low ing" = hi\_ing - low\_ing), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| High ing - Low ing | 0.05 | 0.06 | 1038 | -0.07 | 0.18 |

### Framing Condition

EMM for low vs high ing in each framing

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ ingroup\_center\*framing\_condition, at=atlist)  
emms %>% knitr::kable(digits = 2)

| ingroup\_center | framing\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| -1.01 | control\_framing | 4.29 | 0.08 | 1038 | 4.13 | 4.45 |
| 1.01 | control\_framing | 4.36 | 0.08 | 1038 | 4.20 | 4.52 |
| -1.01 | pro\_env\_framing | 4.49 | 0.08 | 1038 | 4.33 | 4.65 |
| 1.01 | pro\_env\_framing | 4.47 | 0.08 | 1038 | 4.30 | 4.63 |
| -1.01 | self\_enh\_framing | 4.30 | 0.08 | 1038 | 4.14 | 4.46 |
| 1.01 | self\_enh\_framing | 4.42 | 0.08 | 1038 | 4.26 | 4.59 |

Compare EMMs for low vs high ing in each framing

# custom contrasts  
control\_low\_ing <- c(1,0,0,0,0,0)  
control\_hi\_ing <- c(0,1,0,0,0,0)  
proenv\_low\_ing <- c(0,0,1,0,0,0)  
proenv\_hi\_ing <- c(0,0,0,1,0,0)  
selfenh\_low\_ing <- c(0,0,0,0,1,0)  
self\_enh\_hi\_ing <- c(0,0,0,0,0,1)  
  
# compare  
effect\_frame\_ing <- contrast(emms, method = list("Control: High ing - Low ing" = control\_hi\_ing - control\_low\_ing,  
 "Pro-env: High ing - Low ing" = proenv\_hi\_ing - proenv\_low\_ing,  
 "Self-enh: High ing - Low ing" = self\_enh\_hi\_ing - selfenh\_low\_ing), adjust = "none")  
effect\_frame\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control: High ing - Low ing | 0.07 | 0.11 | 1038 | 0.63 | 0.529 |
| Pro-env: High ing - Low ing | -0.02 | 0.12 | 1038 | -0.19 | 0.849 |
| Self-enh: High ing - Low ing | 0.12 | 0.12 | 1038 | 1.00 | 0.316 |

# confidence intervals  
effect\_frame\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High ing - Low ing | 0.07 | 0.11 | 1038 | -0.15 | 0.30 |
| Pro-env: High ing - Low ing | -0.02 | 0.12 | 1038 | -0.25 | 0.21 |
| Self-enh: High ing - Low ing | 0.12 | 0.12 | 1038 | -0.12 | 0.36 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(emms, method = list("Control: High ing - Low ing" = control\_hi\_ing - control\_low\_ing,  
 "Pro-env: High ing - Low ing" = proenv\_hi\_ing - proenv\_low\_ing,  
 "Self-enh: High ing - Low ing" = self\_enh\_hi\_ing - selfenh\_low\_ing), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High ing - Low ing | 0.07 | 0.11 | 1038 | -0.14 | 0.28 |
| Pro-env: High ing - Low ing | -0.02 | 0.11 | 1038 | -0.24 | 0.20 |
| Self-enh: High ing - Low ing | 0.11 | 0.11 | 1038 | -0.11 | 0.34 |

### Norm Condition

EMM for low vs high ing in each norm

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
emms <- emmeans(mod\_mice, ~ ingroup\_center\*norm\_condition, at=atlist)  
emms %>% knitr::kable(digits = 2)

| ingroup\_center | norm\_condition | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| -1.01 | control\_norm | 4.39 | 0.10 | 1038 | 4.20 | 4.58 |
| 1.01 | control\_norm | 4.48 | 0.11 | 1038 | 4.26 | 4.69 |
| -1.01 | descriptive\_norm | 4.34 | 0.11 | 1038 | 4.12 | 4.57 |
| 1.01 | descriptive\_norm | 4.46 | 0.10 | 1038 | 4.26 | 4.66 |
| -1.01 | convention\_norm | 4.49 | 0.11 | 1038 | 4.28 | 4.69 |
| 1.01 | convention\_norm | 4.52 | 0.11 | 1038 | 4.30 | 4.73 |
| -1.01 | social\_norm | 4.22 | 0.11 | 1038 | 4.01 | 4.43 |
| 1.01 | social\_norm | 4.33 | 0.11 | 1038 | 4.12 | 4.54 |
| -1.01 | moral\_norm | 4.36 | 0.11 | 1038 | 4.14 | 4.57 |
| 1.01 | moral\_norm | 4.30 | 0.10 | 1038 | 4.09 | 4.50 |

Compare EMMs for low vs high ing in each framing

# custom contrasts  
control\_low\_ing <- c(1,rep(0,9))  
control\_hi\_ing <- c(0,1,rep(0,8))  
dn\_low\_ing <- c(0,0,1,rep(0,7))  
dn\_hi\_ing <- c(0,0,0,1,rep(0,6))  
conv\_low\_ing <- c(0,0,0,0,1,rep(0,5))  
conv\_hi\_ing <- c(rep(0,5),1,rep(0,4))  
sn\_low\_ing <- c(rep(0,6),1,0,0,0)  
sn\_hi\_ing <- c(rep(0,7),1,0,0)  
mn\_low\_ing <- c(rep(0,8),1,0)  
mn\_hi\_ing <- c(rep(0,9),1)  
  
# compare  
effect\_norm\_ing <- contrast(emms, method = list("Control: High ing - Low ing" = control\_hi\_ing - control\_low\_ing,  
 "DN: High ing - Low ing" = dn\_hi\_ing - dn\_low\_ing,  
 "Conv: High ing - Low ing" = conv\_hi\_ing - conv\_low\_ing,  
 "SN: High ing - Low ing" = sn\_hi\_ing - sn\_low\_ing,  
 "MN: High ing - Low ing" = mn\_hi\_ing - mn\_low\_ing), adjust = "none")  
effect\_norm\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Control: High ing - Low ing | 0.09 | 0.15 | 1038 | 0.60 | 0.552 |
| DN: High ing - Low ing | 0.12 | 0.16 | 1038 | 0.74 | 0.458 |
| Conv: High ing - Low ing | 0.03 | 0.16 | 1038 | 0.20 | 0.844 |
| SN: High ing - Low ing | 0.11 | 0.15 | 1038 | 0.72 | 0.474 |
| MN: High ing - Low ing | -0.06 | 0.15 | 1038 | -0.40 | 0.691 |

# confidence intervals  
effect\_norm\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High ing - Low ing | 0.09 | 0.15 | 1038 | -0.20 | 0.37 |
| DN: High ing - Low ing | 0.12 | 0.16 | 1038 | -0.19 | 0.43 |
| Conv: High ing - Low ing | 0.03 | 0.16 | 1038 | -0.28 | 0.34 |
| SN: High ing - Low ing | 0.11 | 0.15 | 1038 | -0.19 | 0.41 |
| MN: High ing - Low ing | -0.06 | 0.15 | 1038 | -0.35 | 0.23 |

# effect size  
eff\_size(emms, method = list("Control: High ing - Low ing" = control\_hi\_ing - control\_low\_ing,  
 "DN: High ing - Low ing" = dn\_hi\_ing - dn\_low\_ing,  
 "Conv: High ing - Low ing" = conv\_hi\_ing - conv\_low\_ing,  
 "SN: High ing - Low ing" = sn\_hi\_ing - sn\_low\_ing,  
 "MN: High ing - Low ing" = mn\_hi\_ing - mn\_low\_ing), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2)

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Control: High ing - Low ing | 0.08 | 0.14 | 1038 | -0.19 | 0.35 |
| DN: High ing - Low ing | 0.11 | 0.15 | 1038 | -0.18 | 0.40 |
| Conv: High ing - Low ing | 0.03 | 0.15 | 1038 | -0.26 | 0.32 |
| SN: High ing - Low ing | 0.10 | 0.14 | 1038 | -0.18 | 0.38 |
| MN: High ing - Low ing | -0.06 | 0.14 | 1038 | -0.33 | 0.22 |

## Ingroup by Norm interaction

### Storing low (-1SD) and high (+1SD) ingroup identification

sd\_below <- mean(average\_df$ingroup\_center) - sd(average\_df$ingroup\_center)  
sd\_above <- mean(average\_df$ingroup\_center) + sd(average\_df$ingroup\_center)

### Calculate EM Means

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(mod\_mice, ~ norm\_condition\*ingroup\_center, at=atlist)  
  
combinations %>% knitr::kable(digits = 2)

| norm\_condition | ingroup\_center | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_norm | -1.01 | 4.39 | 0.10 | 1038 | 4.20 | 4.58 |
| descriptive\_norm | -1.01 | 4.34 | 0.11 | 1038 | 4.12 | 4.57 |
| convention\_norm | -1.01 | 4.49 | 0.11 | 1038 | 4.28 | 4.69 |
| social\_norm | -1.01 | 4.22 | 0.11 | 1038 | 4.01 | 4.43 |
| moral\_norm | -1.01 | 4.36 | 0.11 | 1038 | 4.14 | 4.57 |
| control\_norm | 1.01 | 4.48 | 0.11 | 1038 | 4.26 | 4.69 |
| descriptive\_norm | 1.01 | 4.46 | 0.10 | 1038 | 4.26 | 4.66 |
| convention\_norm | 1.01 | 4.52 | 0.11 | 1038 | 4.30 | 4.73 |
| social\_norm | 1.01 | 4.33 | 0.11 | 1038 | 4.12 | 4.54 |
| moral\_norm | 1.01 | 4.30 | 0.10 | 1038 | 4.09 | 4.50 |

### Custom contrasts

control\_low\_ing <- c(1, rep(0,9))  
dn\_low\_ing <- c(0,1,rep(0,8))  
conv\_low\_ing <- c(0,0,1,rep(0,7))  
sn\_low\_ing <- c(0,0,0,1,rep(0,6))  
mn\_low\_ing <- c(rep(0,4),1,(rep(0,5)))  
  
control\_hi\_ing <- c(rep(0,5),1,rep(0,4))  
dn\_hi\_ing <- c(rep(0,6),1,0,0,0)  
conv\_hi\_ing <- c(rep(0,7),1,0,0)  
sn\_hi\_ing <- c(rep(0,8),1,0)  
mn\_hi\_ing <- c(rep(0,9),1)

Effect of norm for people low vs high on ingroup identification across framing conditions

#### Control framing

two\_way\_ing <- contrast(combinations,   
 method = list("Low Ing: DN - C" = dn\_low\_ing - control\_low\_ing,  
 "Low Ing: Conv - C" = conv\_low\_ing - control\_low\_ing,  
 "Low Ing: SN - C" = sn\_low\_ing - control\_low\_ing,  
 "Low Ing: MN - C" = mn\_low\_ing - control\_low\_ing,  
 "Hi Ing: DN - C" = dn\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: Conv - C" = conv\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: SN - C" = sn\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: MN - C" = mn\_hi\_ing - control\_hi\_ing),   
 adjust = "none")  
  
two\_way\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Low Ing: DN - C | -0.04 | 0.15 | 1038 | -0.30 | 0.767 |
| Low Ing: Conv - C | 0.10 | 0.14 | 1038 | 0.68 | 0.495 |
| Low Ing: SN - C | -0.17 | 0.14 | 1038 | -1.15 | 0.249 |
| Low Ing: MN - C | -0.03 | 0.15 | 1038 | -0.21 | 0.831 |
| Hi Ing: DN - C | -0.01 | 0.15 | 1038 | -0.10 | 0.919 |
| Hi Ing: Conv - C | 0.04 | 0.15 | 1038 | 0.27 | 0.785 |
| Hi Ing: SN - C | -0.15 | 0.15 | 1038 | -0.96 | 0.337 |
| Hi Ing: MN - C | -0.18 | 0.15 | 1038 | -1.19 | 0.235 |

# confidence intervals  
two\_way\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Low Ing: DN - C | -0.04 | 0.15 | 1038 | -0.34 | 0.25 |
| Low Ing: Conv - C | 0.10 | 0.14 | 1038 | -0.18 | 0.38 |
| Low Ing: SN - C | -0.17 | 0.14 | 1038 | -0.45 | 0.12 |
| Low Ing: MN - C | -0.03 | 0.15 | 1038 | -0.32 | 0.26 |
| Hi Ing: DN - C | -0.01 | 0.15 | 1038 | -0.30 | 0.27 |
| Hi Ing: Conv - C | 0.04 | 0.15 | 1038 | -0.26 | 0.34 |
| Hi Ing: SN - C | -0.15 | 0.15 | 1038 | -0.44 | 0.15 |
| Hi Ing: MN - C | -0.18 | 0.15 | 1038 | -0.47 | 0.12 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(combinations,   
 method = list("Low Ing: DN - C" = dn\_low\_ing - control\_low\_ing,  
 "Low Ing: Conv - C" = conv\_low\_ing - control\_low\_ing,  
 "Low Ing: SN - C" = sn\_low\_ing - control\_low\_ing,  
 "Low Ing: MN - C" = mn\_low\_ing - control\_low\_ing,  
 "Hi Ing: DN - C" = dn\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: Conv - C" = conv\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: SN - C" = sn\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: MN - C" = mn\_hi\_ing - control\_hi\_ing), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Low Ing: DN - C | -0.04 | 0.14 | 1038 | -0.32 | 0.23 |
| Low Ing: Conv - C | 0.09 | 0.13 | 1038 | -0.17 | 0.36 |
| Low Ing: SN - C | -0.16 | 0.14 | 1038 | -0.42 | 0.11 |
| Low Ing: MN - C | -0.03 | 0.14 | 1038 | -0.30 | 0.24 |
| Hi Ing: DN - C | -0.01 | 0.14 | 1038 | -0.28 | 0.26 |
| Hi Ing: Conv - C | 0.04 | 0.14 | 1038 | -0.24 | 0.32 |
| Hi Ing: SN - C | -0.14 | 0.14 | 1038 | -0.41 | 0.14 |
| Hi Ing: MN - C | -0.17 | 0.14 | 1038 | -0.44 | 0.11 |

## Ingroup by framing interaction

### Calculate EM Means

atlist <- list(ingroup\_center = c(sd\_below, sd\_above))  
  
combinations <- emmeans(mod\_mice, ~ framing\_condition\*ingroup\_center, at=atlist)  
  
combinations %>% knitr::kable(digits = 2)

| framing\_condition | ingroup\_center | emmean | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- | --- |
| control\_framing | -1.01 | 4.29 | 0.08 | 1038 | 4.13 | 4.45 |
| pro\_env\_framing | -1.01 | 4.49 | 0.08 | 1038 | 4.33 | 4.65 |
| self\_enh\_framing | -1.01 | 4.30 | 0.08 | 1038 | 4.14 | 4.46 |
| control\_framing | 1.01 | 4.36 | 0.08 | 1038 | 4.20 | 4.52 |
| pro\_env\_framing | 1.01 | 4.47 | 0.08 | 1038 | 4.30 | 4.63 |
| self\_enh\_framing | 1.01 | 4.42 | 0.08 | 1038 | 4.26 | 4.59 |

### Custom contrasts

control\_low\_ing <- c(1, rep(0,5))  
pe\_low\_ing <- c(0,1,rep(0,4))  
se\_low\_ing <- c(0,0,1,rep(0,3))  
  
control\_hi\_ing <- c(0,0,0,1,0,0)  
pe\_hi\_ing <- c(0,0,0,0,1,0)  
se\_hi\_ing <- c(rep(0,5),1)

Effect of norm for people low vs high on ingroup identification across framing conditions

#### Control framing

two\_way\_ing <- contrast(combinations,   
 method = list("Low Ing: PE - C" = pe\_low\_ing - control\_low\_ing,  
 "Low Ing: SE - C" = se\_low\_ing - control\_low\_ing,  
 "Low Ing: PE - SE" = pe\_low\_ing - se\_low\_ing,  
 "Hi Ing: PE - C" = pe\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: SE - C" = se\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: PE - SE" = pe\_hi\_ing - se\_hi\_ing),   
 adjust = "none")  
  
two\_way\_ing %>% knitr::kable(digits = c(NA,2,2,2,2,3))

| contrast | estimate | SE | df | t.ratio | p.value |
| --- | --- | --- | --- | --- | --- |
| Low Ing: PE - C | 0.20 | 0.12 | 1038 | 1.71 | 0.087 |
| Low Ing: SE - C | 0.01 | 0.12 | 1038 | 0.08 | 0.936 |
| Low Ing: PE - SE | 0.19 | 0.12 | 1038 | 1.64 | 0.102 |
| Hi Ing: PE - C | 0.10 | 0.11 | 1038 | 0.91 | 0.363 |
| Hi Ing: SE - C | 0.06 | 0.12 | 1038 | 0.51 | 0.614 |
| Hi Ing: PE - SE | 0.05 | 0.12 | 1038 | 0.39 | 0.696 |

# confidence intervals  
two\_way\_ing %>% confint() %>%  
 knitr::kable(digits = 2)

| contrast | estimate | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Low Ing: PE - C | 0.20 | 0.12 | 1038 | -0.03 | 0.43 |
| Low Ing: SE - C | 0.01 | 0.12 | 1038 | -0.22 | 0.24 |
| Low Ing: PE - SE | 0.19 | 0.12 | 1038 | -0.04 | 0.42 |
| Hi Ing: PE - C | 0.10 | 0.11 | 1038 | -0.12 | 0.33 |
| Hi Ing: SE - C | 0.06 | 0.12 | 1038 | -0.17 | 0.29 |
| Hi Ing: PE - SE | 0.05 | 0.12 | 1038 | -0.18 | 0.28 |

# effect sizes  
sigma\_pool <- mean(pool\_obj$glanced$sigma)  
df\_resid\_pool <- mean(pool\_obj$glanced$df.residual)  
  
eff\_size(combinations,   
 method = list("Low Ing: PE - C" = pe\_low\_ing - control\_low\_ing,  
 "Low Ing: SE - C" = se\_low\_ing - control\_low\_ing,  
 "Low Ing: PE - SE" = pe\_low\_ing - se\_low\_ing,  
 "Hi Ing: PE - C" = pe\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: SE - C" = se\_hi\_ing - control\_hi\_ing,  
 "Hi Ing: PE - SE" = pe\_hi\_ing - se\_hi\_ing), sigma = sigma\_pool, edf = df\_resid\_pool) %>% knitr::kable(digits = 2) # need to fix

| contrast | effect.size | SE | df | lower.CL | upper.CL |
| --- | --- | --- | --- | --- | --- |
| Low Ing: PE - C | 0.19 | 0.11 | 1038 | -0.03 | 0.40 |
| Low Ing: SE - C | 0.01 | 0.11 | 1038 | -0.21 | 0.22 |
| Low Ing: PE - SE | 0.18 | 0.11 | 1038 | -0.04 | 0.39 |
| Hi Ing: PE - C | 0.10 | 0.11 | 1038 | -0.11 | 0.31 |
| Hi Ing: SE - C | 0.05 | 0.11 | 1038 | -0.16 | 0.27 |
| Hi Ing: PE - SE | 0.04 | 0.11 | 1038 | -0.17 | 0.26 |

# Correlations between values dimensions

data\_R\_alt %>%  
 dplyr::select(biospheric, altruistic, egoistic, hedonic) %>%  
 cor(use = "pairwise.complete.obs")

## biospheric altruistic egoistic hedonic  
## biospheric 1.0000000 0.6611935 0.1535496 0.3501140  
## altruistic 0.6611935 1.0000000 0.2303691 0.4646635  
## egoistic 0.1535496 0.2303691 1.0000000 0.4417566  
## hedonic 0.3501140 0.4646635 0.4417566 1.0000000